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Abstract

As modern systems increasingly rely on GPUs for compu-
tationally intensive tasks such as machine learning acceler-
ation, ensuring the integrity of GPU computation has be-
come critically important. Recent studies have shown that
GPU kernels are vulnerable to both traditional memory-
safety issues (e.g., buffer overflow attacks) and emerging
microarchitectural threats (e.g., Rowhammer attacks), many
of which manifest as anomalous execution behaviors observ-
able through side-channel signals. However, existing golden
model-based validation approaches that rely on such sig-
nals are fragile, highly sensitive to interference, and do not
scale well across GPU workloads with diverse scheduling
behaviors. To address these challenges, we propose Shadows-
cope, a monitoring and validation framework that leverages
a composable golden model. Instead of building a single mono-
lithic reference, ShadowScope decomposes trusted kernel ex-
ecution into modular, repeatable functions that encode key
behavioral features. This composable design captures execu-
tion patterns at finer granularity, enabling robust validation
that is resilient to noise, workload variation, and interfer-
ence across GPU workloads. To further reduce reliance on
noisy software-only monitoring, we introduce ShadowScope*,
a hardware-assisted validation mechanism that integrates
lightweight on-chip checks into the GPU pipeline. ShadowsS-
cope® achieves high validation accuracy with an average
runtime overhead of just 4.6%, while incurring minimal hard-
ware and design complexity. Together, these contributions
demonstrate that side-channel observability can be system-
atically repurposed into a practical defense for GPU kernel
integrity.

“Both authors contributed equally to this research.

1 Introduction

Graphics Processing Units (GPUs) are ubiquitous in mod-
ern computing systems, powering everything from mobile
devices to large-scale data centers [1, 3]. They accelerate
data-intensive and compute-heavy workloads, ranging from
multimedia applications to large language models (LLMs)
such as ChatGPT [53] and LLaMA [35]. To support these
demands, GPUs adopt a highly parallel execution model
that launches massive numbers of threads [1, 7, 46]. Given
the sensitive nature of many GPU workloads, ensuring the
integrity of kernel execution has become increasingly crit-
ical. However, recent studies have shown that GPU kernel
execution is vulnerable to both traditional memory-safety
issues [11, 13, 15, 36, 55, 59, 71] and emerging microarchi-
tectural attacks [14, 31, 39, 40, 43, 72, 73]. To protect GPU
kernels, researchers have proposed a range of defenses, in-
cluding both software- and hardware-based approaches [20,
21, 27, 64]. However, these solutions often suffer from high
performance overhead and are limited in scope, addressing
only a subset of attacks.

As an alternative, researchers have explored golden model-
based validation, which compares a kernel’s runtime behav-
ior against a trusted reference derived from known good
executions. Prior work has repurposed side channel signals,
including performance counters and timing characteristics,
and, in controlled laboratory settings, power or EM signals,
to build such references [8, 32, 44, 58, 62]. These signals ex-
pose execution structure without intrusive software changes.
Traditional golden model-based validation has so far been
evaluated primarily on simple CPUs or small embedded sys-
tems in controlled environments, and for programs with
invariant execution patterns. Translating these methods to
GPUs is nontrivial. SIMT execution variability, the presence
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of many SMs, dynamic scheduling, and other sources of ex-
ecution variability introduce distorts to traces, making it
difficult to capture a single golden model.

Research challenges. Leveraging side-channel signals for
kernel validation on GPUs introduces several challenges due
to the complexity of GPU hardware. (1) Side-channel sig-
nals are fragile and noisy, and interference from concurrent
processes can overwhelm the useful signal. Prior studies
on small devices even report SNR values below 0.001 for
power and EM measurements [28, 34], and GPU parallelism
further complicates matters by overlapping thousands of
threads and mixing their behaviors. This makes signal ex-
traction on GPUs especially challenging. (2) Aligning ob-
servations with specific kernel executions is unreliable. Re-
source contention, kernel scheduling, and driver-level opti-
mizations can shift or stretch execution phases, leading to
misaligned traces [66, 68]. Such misalignment inflates false
positives in golden model validation. (3) Execution patterns
vary naturally. Differences across inputs and configurations
can change memory access patterns or warp scheduling,
which undermines the assumption of stable reference traces.
This variability makes it hard to define accurate golden mod-
els that generalize across real workloads.

Our approach. To overcome these challenges, we propose
ShadowScope, a GPU monitoring and validation framework
based on composable golden reference models. In this
design, the full GPU program execution is represented as a
sequence of modular segments (e.g., segmented along kernel
invocations, CPU-GPU memory transfers, or intra-kernel
phases). Each segment is validated independently rather than
as part of a single monolithic trace. This segmentation re-
duces the impact of scheduling noise and input variability,
making golden models more robust in highly parallel GPU
environments. It also allows for each segment to be config-
ured to allow for some variability in execution. ShadowScope
builds on two key innovations. (1) Compositional valida-
tion. The golden reference is decomposed into segments
defined by composable functions marking kernel boundaries
or phases. Each segment captures a repeatable execution pat-
tern and is validated independently, isolating variability and
absorbing scheduling noise. An application is deemed valid
only if all segments conform to their expected behavior. (2)
Auxiliary instrumentation. The application is instrumented
to emit lightweight markers as side-channel signals (more ac-
curately, covert channel signals). These markers indicate seg-
ment boundaries and can encode contextual parameters such
as kernel and/or input configurations. When these markers
are received by a verifier, they enable it to align the observed
traces to improve robustness under concurrency with min-
imal overhead. Communicating configuration information
as part of the marker can also allow the verifier to dynami-
cally match the appropriate reference golden model to the
communicated kernel configuration parameters. We call this
idea composable golden reference models.

We first implemented ShadowScope in software and evalu-
ated it on two NVIDIA GPUs: Tesla V100 and GeForce RTX
4060. Using the NVIDIA CUPTI profiler API [47], we col-
lect performance data such as timing, instruction counts,
and memory usage during kernel execution to construct the
golden reference model. We decomposed execution into seg-
ments corresponding to kernel invocations and inserted func-
tions that communicate markers through the side channels
at the kernel boundaries. To assess effectiveness, we tested
ShadowScope against four representative GPU attacks: buffer
overflows [15, 36], the mind-control attack [55], Rowham-
mer [38], and slowdown/DoS attacks [43, 63]. Across these
cases, ShadowScope successfully detected anomalous execu-
tion with high accuracy, achieving up to a 100% true positive
rate and as low as 0% false positives under controlled con-
ditions. Moreover, our evaluation shows that the method is
robust to noise and interference from other GPU workloads.

When implementing ShadowScope in software on NVIDIA
GPUs, we identified several limitations in the existing Perfor-
mance Monitoring Units (PMUs) that hinder effective attack
detection. These include (1) low sampling rates, which reduce
visibility into short-lived kernel behavior, (2) high profiling
overhead and restrictions on event groupings imposed by
current GPU profiling tools, and (3) Side channels from acces-
sible performance counters: enabling access to performance
counters is known to enable side-channel leakage [40]: for
this reason, software access to performance counters is of-
ten disabled on GPUs. To address these gaps, we introduce
ShadowScope*, a lightweight hardware-assisted mechanism
for performance monitoring and on-chip kernel validation.
ShadowScope* supports higher sampling rates and isolated
profiling events, while eliminating the need for CPU and
driver intervention required in software-based validation.
These enhancements enable ShadowScope* to effectively de-
tect two primary classes of GPU attacks: kernel deviation
and mind-control attacks (Section 5.4.1). We show that the
performance and hardware complexity of ShadowScope* are
small, making it a practical and efficient solution for securing
GPU application execution (Sections 5.4.2 and 5.4.3).

In summary, the paper makes the following contributions:

e We present the first defense framework that leverages
GPU side-channel signals to validate execution.

e We propose a composable golden modeling approach
that enables robust validation by segmenting execu-
tion into independently verifiable units. These units of
execution is demarcated via markers that enables the
verifier to synchronize with the execution to tolerate
variability in GPU parallel execution. The markers are
communicated through the side-channel.

e We implement ShadowScope in software and show on
NVIDIA GPUs that it can detect the presence of four
representative attacks with high accuracy.
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o To improve monitoring quality and lower its overhead,
we design a hardware implementation that extends
the PMU to implement the monitoring. We show that
ShadowScope® is able to validate correct execution and
identify two major classes of attacks.

2 Background

In this section, we first review the GPU execution model and
then introduce the emerging control flow attacks on the GPU.
After that, we describe the GPU Performance Monitoring
Units (PMUs) that are accessible to developers and form the
fundamental structure of ShadowScope.

2.1 GPU Execution Security

Unlike CPU processes, GPU kernels operate using the single
instruction, multiple threads (SIMT) model, which enables
the execution of thousands of threads in parallel. This im-
proves computation efficiency for workloads such as 3D
graphics rendering and deep learning. In this work, we focus
specifically on NVIDIA GPUs.

GPU execution. The execution flow within the GPU begins
with the CPU launching a kernel on the GPU, specifying
the grid and block dimensions. A grid, consisting of multi-
ple blocks, is divided into groups of threads. These blocks
are then distributed across the streaming multiprocessors
(SMs).Within each block, threads are organized into warps
(32 threads) that execute the same instruction simultane-
ously. The warp scheduler in each SM selects which warps
to execute, ensuring efficient parallel processing.

GPU kernel execution integrity. Ensuring GPU kernel
execution integrity is vital for maintaining the correctness
and security of GPU computations. This involves preserving
the integrity of both the kernel code and the execution flow.
It guarantees that the GPU performs intended operations
without malicious interference.

Emerging attacks on GPU kernels. Recent memory cor-
ruption attacks, such as buffer overflow attacks, have been
extensively demonstrated on GPUs [11, 36, 55]. These attacks
target the crucial part of the GPU execution unit - the kernel.
For instance, Miele et al. [36] and Di et al. [13] demonstrated
heap and stack-based buffer overflow attacks on GPU kernels
to corrupt data and manipulate the execution flow. Park et
al. [55] corrupted GPU kernel executions in machine learn-
ing models, significantly reducing the accuracy of model
predictions.

2.2 PMU on GPUs

GPU vendors like NVIDIA and AMD have introduced per-
formance monitoring units similar to those on CPUs to help
developers optimize application performance. On NVIDIA

GPUgs, these performance counters are accessed through the
CUDA Profiling Tools Interface (CUPTI) [47]. On AMD GPUs,

these counters can be analyzed via the GPU Performance
API (GPUPerfAPI) [5].

PMU events and metrics. NVIDIA GPUs provide two kinds
of counters to track the performance of CUDA applications:
events and metrics. An event in CUDA CUPTI is a measur-
able activity that occurs during the execution of a CUDA
application [50]. These events gather detailed performance
metrics, helping to understand and optimize CUDA appli-
cation performance. Events and metrics relate to various
aspects of GPU architecture resources, including SM, L1/L2
cache, dynamic random access memory (DRAM), GPU inter-
connects (e.g., NVLink and PCle), and so on. Different events
and metrics have varying sampling rates, and some can be
profiled together while others cannot.

3 System Overview

In this section, we first describe our threat model and then
elaborate on the design of our approach, utilizing side chan-
nel signals in GPUs to validate untested kernels.

3.1 Threat Model and Design Goals

We consider a victim and attacker who can launch kernels to
run on GPUs. Victim kernels can be part of common appli-
cations that can be accelerated on GPUs, such as ML model
training and inference [15, 18, 56] or HPC benchmarks [9, 12].
The attacker is an unprivileged remote user who can exploit
a memory corruption vulnerability to change kernel con-
trol flow (e.g., buffer overflow) within the GPU kernels used
by the victim application [11, 13, 15, 36]. The attacker may
also attempt microarchitectural attacks such as side channel
attacks [40, 43], rowhammer attacks [69], DoS attacks [70],
which originate outside a victim application but try to com-
promise it by affecting its execution behavior.

Attacker’s capabilities. We assume the attacker operates
entirely within the GPU. The attacker can exploit existing
memory vulnerabilities to alter the intended execution be-
havior of the victim’s GPU kernels. The attacker does not
need to tamper with the program executing on the host CPU.
Instead, the attacker can launch malicious kernels on the
GPU that run concurrently with the victim’s kernels and
attempt microarchitectural attacks to compromise them. We
assume that the GPU’s performance monitoring unit (PMU)
is trusted and that all commands and data related to the PMU
are protected from tampering. In other words, the attacker
cannot modify the data collection process or the collected
side-channel data, regardless of how many kernels they are
able to launch. We monitor the periodic execution of victim
kernels using the CUPTI Event APIL Notably, CUPTI can only
profile kernels that execute within the same context as the
profiler [48].

Design goals. The goal of the validator of ShadowScope is to
validate the execution behavior of victim GPU kernels that
are vulnerable to existing GPU control flow attacks [11, 15,
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36, 55, 59]. We collect side-channel leakages emitted during
the execution of untested kernels and compare them against
pre-generated golden reference traces. By analyzing devi-
ations between the collected and golden traces, we check
whether the execution behavior of the untested kernel has
deviated from its execution path.

3.2 Overview of ShadowScope

Fig. 1 overviews the idea of composable golden models, the
validation component of ShadowScope which involves four
key components: untested kernels instrumented with com-
posable functions f, a side-channel data collector through
PMU, a set of pre-generated golden reference traces of ker-
nels, and a validator.

We use composable functions to enhance the communica-
tion of side-channel information to the validator, supporting
more effective golden model validation. This information
helps target security-critical kernels more precisely and im-
proves detection accuracy. In addition, it reduces the size of
the golden model by focusing only on relevant execution
segments. Composable functions can also convey important
input parameters, which guide the selection of the appropri-
ate golden model for a given execution context.

The workflow begins when an untested CUDA kernel is ex-
ecuted on the GPU. During execution c, the kernel, instru-
mented with composable functions, generates side-channel
footprints that are captured for validation. The composable
function f is used to mark the start and end boundaries of the
untested kernel. Next, the validator’s data collector captures
the resulting side-channel signals from the PMU, including
the footprints generated by the kernel instrumented with the
composable function e Based on the metadata associated
with the execution, the validator then selects the correspond-
ing golden reference trace from a pre-collected dataset e
Finally, statistical comparison algorithms are applied to com-
pare the collected trace with the corresponding golden trace
and determine whether the kernel’s execution integrity has
been compromised e If the execution fails validation, it is
flagged as anomalous and prevented from continuing on the
GPU.

__global__ composable_function() {
int old_val, new_val;
old_val = atomicCounter;
new_val = old_val + 1;
__syncthreads ();

atomicCAS (&atomicCounter, old_val, new_val);
__syncthreads(); }

void function() {
int blocks(256,1,1), threads(32,1,1);

// blocks and threads to execute composable_function
int compsBlocks(40,1,1), compsThreads(4,1,1);

// composable function integration
composable_function<<<cBlocks, cThreads>>>();
kernel_to_be_validated<<<blocks, threads>>>(argl,
// composable function integration
composable_function<<<cBlocks,b cThreads>>>(); }

arg2);

Listing 1. Composable function design.

/ N
GPU
oUntested kernel execution with composable function f
Time Time :
Side channel data collector o
| ° Validator: comparison and validation ‘
- %

Figure 1. Overview of ShadowScope framework.

3.3 Instrumenting GPU Kernels with Composable
Functions

Why insert composable functions? We insert composable
functions f at the beginning and end of each GPU kernel to
enhance the robustness of our golden model validation. This
design choice is motivated by several reasons: First, these
functions help the validator better align untested traces with
their corresponding golden traces. Second, given that GPUs
execute hundreds of kernels, precisely identifying the start
and end of each kernel enables us to localize potential attacks
more effectively. Furthermore, the composable functions fa-
cilitate the transmission of important kernel metadata—such
as input size, block size, and grid size—through a covert chan-
nel, allowing the validator to select the appropriate golden
reference trace for comparison. Finally, these functions must
remain lightweight to avoid significantly altering the ker-
nel’s primary side-channel leakage characteristics.

Design of composable functions on NVIDIA GPUs. We
base these composable functions on atomic operations be-
cause they are rarely used in common GPU benchmark ker-
nels and reliably trigger correlated side-channel readings. To
identify these functions better, we execute them with a pre-
specified number of threads and thread blocks. Composable
function design can be adjusted based on the targeted kernel
to be distinguishable from kernel execution. For example,
we utilize the PMU event global_atom_cas, which counts
the number of global atomic Compare-And-Swap operations
performed on GPU memory [50]. This approach enables
accurate tracking and monitoring of each kernel’s execu-
tion boundaries. We explain the integration of composable
functions in targeted trusted software in Listing 1.

Splitting side-channel traces based on composable func-
tions. In addition to events used to validate the kernel, we
collect events to detect composable functions. This set of
events represents the execution behavior of trusted kernels.
For instance, we collect one event group consisting of four
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events: instruction_executed, global_store,global_load,

and global_atomic_cas. The first event correlates with the
SM level, representing the number of executed instructions in
each SM. The global_load and global_store events iden-
tify the amount of data read from the GPU’s global memory
by CUDA threads during kernel execution. The last event
tracks the number of times an atomic Compare-And-Swap
(CAS) operation is executed in global memory. This atomic
event helps identify the region of interest based on compos-
able functions within each kernel.

As shown in Figure 2, the readings of global_atom_cas
help identify the start and end of each layer or kernel execu-
tion in AlexNet. For simplicity, we only display the instruc-
tion_executed readings, which represent the total number
of instructions executed across all SMs per sample.

1

Side channel readings

|
10 | inst_executed
global_atomic_cas

o 500 1000 1500 2000 2500 3000 3500
Sample

Figure 2. Splitting side-channel traces (AlexNet) based on
global_atom_cas readings. Each split segment represents
a single kernel/layer.

3.4 Side-channel Data Collector

Design of data collector on NVIDIA GPUs. We use the
CUPTI API to collect data from performance counters in
NVIDIA GPUs. Figure 3 explains the data collection ap-
proach using the CUPTI APIL Both the targeted kernel and
CUPTI profiler need to be in the same context to count the
PMU data of the targeted kernel. To count PMU events using
the CUPTI profiler, we set data collection mode to contin-
uous using cuptiSetEventCollectionMode. A set
of counters needs to be enabled and set to count specific
events via cuptiEventGroupCreate, cuptiEvent-
GroupSetAttribute,and cupt iEventGroupEnable.
Then, all these events should be added to the same events
group for event counts to be read together using cup-
tiEventGroupAddEvent. An event group is a collection
of events that can be counted together. Not all supported
events by NVIDIA GPU can be added to the same events
group based on their type [48].

The profiler is set based on the targeted event group
and data collection mode. During the execution of the tar-
geted kernel, a CPU thread is used to read events counts per
each sample from GPU for collection using cupt iEvent—
GroupReadAllEvents. It is important to note that the

sampling rate is affected by the type of the event being col-
lected as we will show later.

I:I GPU Kernel
[ cupmi AP

GPU |

I |
Kernel Context S/
S
Initiation and Setup / j’%&é\é \% \% \% /
CPU ProcesskF======~ ! St (R SLLL SR

3 \3 3 \3

° = = \=

Create Thread © \® © \®

Setup and Enable Disable and Destroy
Events Group using Events Group
CUPTI API

Event Group

Setup GPU Kernel Execution

CPU Thread
CUPTI API

Figure 3. PMU data collection process using CUPTI API.

3.5 Golden Reference Model of GPU Kernels

The golden model is a conventional verification technique
widely used throughout hardware development life cycles [16,
22, 37]. It verifies whether an IC design satisfies the required
specifications. If the design fails to meet these specifications,
it must be revised and re-verified until it passes all verifi-
cation tests. In this work, we investigate whether golden
model verification can be extended to GPU execution flows.
Unlike traditional hardware systems, GPUs exhibit funda-
mentally different architectures and highly parallel execu-
tion patterns. To address these differences, we propose a
novel golden model specifically tailored for GPU execution,
focusing on the kernel, the smallest execution unit on a GPU.

The golden reference model is generated during the secure
execution of all trusted kernels and serves as the baseline
for validation. Importantly, these golden models only need
to be constructed once based on trusted execution behavior.

3.6 Untested Kernel Validation

When collecting the execution behavior of an untested ker-
nel using the side-channel data collector based on PMU, the
resulting traces are compared against their corresponding
golden model. With the help of composable functions em-
bedded within the kernels, we can accurately determine the
start and end of each kernel execution. This enables us to
extract side-channel readings that precisely correspond to
the regions of interest.

We use cross-correlation as the similarity metric to as-
sess whether the kernel execution flow deviates from the
expected behavior. This validation method has been success-
fully applied in prior work [62]. We choose cross-correlation
for two main reasons: (1) it enables pattern matching even
when traces are delayed or temporally misaligned, a com-
mon occurrence during side-channel data collection via the
CUPTI AP, because it inherently searches for the optimal
lag alignment; and (2) it allows comparisons between traces
of unequal lengths, which is critical in GPU environments
where concurrent workloads can introduce timing variations
and affect the sampling rate.
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A signal segment is considered matched if the correlation
coefficient exceeds 0.8. To detect attacks, we apply a rejec-
tion threshold based on consecutive mismatches. Specifically,
ShadowScope flags a kernel as compromised only when four
or more rejections occur in succession, allowing it to tolerate
up to three consecutive rejections without raising a false
alarm.

4 Software Instantiation of ShadowScope on
NVIDIA GPUs

In this section, we first present the software implementation
of ShadowScope on NVIDIA GPUs, including side-channel
data collection, PMU event selection, and composable golden
model generation. We then evaluate its security by imple-
menting four GPU kernel attacks and show that ShadowScope
successfully detects all attacks and identifies the compro-
mised kernels.

4.1 Events Selection and Grouping

Unlike CPU workloads, GPU kernel execution involves mul-
tiple Streaming Multiprocessors (SMs), and different sched-
uling approaches. Some performance events are collected
at the level of individual SMs, others capture the aggregate
behavior of shared resources across several SMs. Another
challenge with the NVIDIA GPU PMU, particularly when
using the CUPTI AP, is that not all hardware events can be
grouped together [47, 50]. Based on our findings, events that
are collected over the same number of instances (such as
per SM or per group of SMs) can be grouped and collected
together. For instance, on a Tesla V100 GPU with 80 SMs, the
event inst_executed yields 80 readings, one per SM. In
contrast, the event fb_subp0_read_sectors produces
only 16 readings per sample, as each reading represents a
group of 5 SMs. The NVIDIA Volta microarchitecture sup-
ports profiling 82 events. We categorize these events in Ta-
ble 1.

Targeted GPU kernels. To evaluate our golden model ap-
proach ShadowScope, we targeted benchmarks from differ-
ent suites. These benchmarks are written in the CUDA pro-
gramming language. We categorize 18 benchmarks from Ro-
dinia [9], CUDA-SDK [51], GraphBig [41] and four famous
DNN models, summarized in Table 2.

4.2 Targeted Attacks

In this work, we evaluate ShadowScope against four types
of attacks targeting GPU kernel execution and demonstrate
its effectiveness in identifying abnormal or modified ker-
nel execution flows. These attacks fall into the following
categories.

Attack 1: buffer overflow attack. Buffer overflow attacks
occur when an attacker overwrites the call stack’s return
address, redirecting the original program execution to mali-
cious code. This type of attack was first introduced in prior

work [15, 36]. It involves several steps. (1) The attacker
exploits stack-based buffer overflow vulnerabilities in the
CUDA kernel by providing input that exceeds the size of a
fixed buffer, causing it to overwrite adjacent memory on the
stack, such as function pointers. (2) The attacker crafts the
input to overwrite these pointers with addresses of malicious
code. (3) The payload is triggered by invoking the vulnerable
kernel function. As a result, when the kernel executes, it
uses the overwritten function pointers, which now point to
the attacker’s code. This causes the malicious payload to run
instead of the intended function, allowing the attacker to
take control of the CUDA application’s execution flow.
Attack 2: Mind control attack. The mind control attacks [55]
involve exploiting GPU memory vulnerabilities to under-
mine deep learning model performance. The attack process
includes several key steps. (1) Setup: Attackers gain arbi-
trary code execution on the GPU by exploiting memory
vulnerabilities in GPU kernels. This often involves hijacking
the control flow of the GPU kernel using techniques like
buffer overflow to overwrite function pointers. (2) Skipping
GPU kernel execution: Attackers overwrite the identified
GPU kernels, effectively converting them into no-ops. This
manipulation degrades the deep learning model’s accuracy,
causing predictions to become no different from random
guessing.

Attack 3: Rowhammer attack. Rowhammer is a hardware-
level attack that rapidly accesses DRAM rows to induce bit
flips in adjacent rows [38]. These bit flips can corrupt data or
be exploited to bypass security mechanisms. Prior work [31,
69] has shown that such flips in DNN model weights can
significantly degrade model performance. In this work, we
aim to protect GPU memory against Rowhammer attacks.
We launch such attacks on the GPU in two main steps: (1)
evicting the L2 cache using the discard instruction [49]
(available only on NVIDIA’s Ampere and Ada architectures),
and (2) repeatedly accessing the same DRAM bank on the
GPU thousands of times to trigger potential bit flips.
Attack 4: DoS/Slow-down attack. Modern DRAM chips
(e.g., DDR5 and GDDRS5) have introduced a Refresh Manage-
ment (RFM) interface to help mitigate Rowhammer attacks.
However, recent work [42, 43, 63] has shown that RFM fea-
tures can be exploited by attackers to intentionally trigger
refresh activity and block DRAM banks, thereby slowing
down co-located applications. These attacks are both effec-
tive, causing up to a 4.8x slowdown, and stealthy, as the
attacker can activate only a single address in different RFM
sub-banks to evade detection. Similar to traditional Rowham-
mer attacks, we simulate this attack on the GPU in two main
steps: (1) flushing the L2 cache, and (2) randomly accessing
DRAM addresses in RFM sub-banks to trigger slowdowns in
victim applications.
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Table 1. CUPTI Events in NVIDIA Volta.

H Category [ CUPTI Events H
SM active/elapsed_cycles_pm/sys/warps/sm, inst_executed/issued1/issued0, thread_inst_executed,
sm_cta/warps_launched
Memory fb_subp0/subp1_read/write_sectors
FP Unit inst_executed_fma/fp16_pipe_s0/s1/s2/s3
L2 Cache 12_subp0/subp1_read/write/total_sector_misses/queries, 12_subp0/subp1_write_sysmem_sector_queries
Tensor Cores tensor_pipe_active_cycles_s0/s1/s2/s3
Trigger Unit prof_trigger 00/01/02/03/04/05/06/07
Atomic Ops atom_count, global_atom_cas, shared_atom, shared_atom_cas
Global Memory | global load/store
Local Memory local_load/store
Shared Memory shared_load/store, shared_ld/st_bank_conflict, shared_ld/st_transactions
Texture 12_subp0/subp1_read/write_tex_hit_sectors, 12_subp0/subp1_read/write_tex_sector_queries
PCle pcie_rx/tx_active_pulse
misc generic_load/store

Table 2. Evaluated benchmarks.

H Suite ‘ Benchmarks H

Rodinia gaussian, heartwall, huffman, lud,
myocyte, particlefilter, srad

CUDA SDK matrixMul, vectorAdd, convolution-
Seperable, histogram, sortingNet-
works, fp16ScalarProduct

GraphBig BetweennessCentr

DNN Models | CifarNet, AlexNet, SqueezeNet,
ResNet-50

4.3 Evaluation Results

Experiment setup and data collection. We conduct At-
tacks 1 and 2 on an NVIDIA Tesla V100 GPU with driver
version 535.183.01 and CUDA version 12.2. Attacks 3 and
4 are performed on a GeForce RTX 4060 with Samsung
GDDR6 memory, using driver version 545.29.06 and CUDA
version 12.3. To evaluate our defense method, we collect
three datasets for each benchmark: golden, normal, and at-
tack. Each dataset contains 100 traces. The golden and nor-
mal datasets are collected under benign conditions using only
GPU benchmarks. In contrast, the attack dataset is recorded
during active attack execution. We use the golden dataset
to extract reference traces. Then, we evaluate detection per-
formance using the normal and attack datasets. The golden
model comparison algorithm is implemented in Python. True
Positive Rate (TPR) and False Positive Rate (FPR) are used as
evaluation metrics.

4.3.1 Evaluation of Buffer Overflow Attack (Attack 1).
In this attack, the adversary exploits a buffer overrun to over-
write function pointers and redirect execution flow. Each
call to a targeted function can be hijacked to invoke attacker-
controlled code. To monitor the attack, we utilize four CUPTI

eventsper SM: global_load,global_store,inst_e-
xecuted, and global_atom_cas. Since the Tesla V100
has 80 SMs, each reading yields 320 samples. We use glo-
bal_atom_cas as a marker to identify the start and end
of each kernel.

Figure 4 presents the performance of ShadowScope in iden-
tifying buffer overflow attacks across selected benchmarks
from the CUDA SDK and GraphBig suites. As shown, Shad-
owScope consistently achieves high TPR, with 3 out of 7
benchmarks reaching 100%, and the lowest still maintain-
ing a strong 87% (sortingNetworks). The False Positive Rate
(FPR) remains low overall, with 4 benchmarks recording 0%,
and the highest FPR observed being 25% for sortingNetworks.
The average TPR and FPR are 96% and 9%, respectively. The
relatively high FPR observed in some benchmarks is caused
by the limited sampling rate of the GPU’s PMU. In some fast-
executing kernels, such as those from sortingNetworks or
convolutionSeparable, the PMU collects fewer than 20 read-
ings per kernel. This low resolution makes it difficult to
compare traces against the golden reference accurately. As
a result, false positives increase. In Section 5, we propose a
new GPU PMU design to address this limitation.

Em TPR 3 FPR

Figure 4. Performance of ShadowScope in monitoring buffer
overflow attacks.

4.3.2 Evaluation of Mind Control Attack (Attack 2).
In this attack, critical DNN layers or GPU kernels are either
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skipped or replaced with no-op operations. To detect such
behavior, we use the same four CUPTI events described in
Section 4.3.1 to monitor GPU kernel executions.

Figures 5 and 6 compare the CUPTI event traces of normal
and attack executions for CifarNet. In the normal trace (Fig-
ure 5), eight distinct kernel executions are observed. Each
is clearly separated by spikes in the global_atom_cas
event and exhibits consistent inst_executed activity. In
contrast, the attack trace in Figure 6 deviates from this pat-
tern. Although the global_ atom_cas event still marks
the kernel boundaries, the second kernel is missing. This
layer-skipping attack shifts the execution sequence and in-
troduces irregular fluctuations in inst_executed values
as well. ShadowScope detects such anomalies by capturing
these structural and behavioral inconsistencies.
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Figure 5. Side-channel signal of normal CifarNet execution.
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Figure 6. Side-channel signal of CifarNet under attack. The
second kernel is skipped.

Figure 7 shows the detection performance of Shadows-
cope across four representative DNN architectures: CifarNet,
AlexNet, SqueezeNet, and ResNet-50. ShadowScope achieves
perfect detection (100% TPR) on both AlexNet and SqueezeNet,
with zero or near-zero false positives (less than 1%). Detec-
tion on CifarNet and ResNet remains strong, reaching 92%
and 89% TPR, respectively. However, both exhibit slightly
higher FPRs of 4%. Overall, the system delivers consistent
results, with an average TPR of 95% and an average FPR of
only 2%.
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Figure 7. Performance of ShadowScope in monitoring mind
control attacks.
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Figure 8. Performance of ShadowScope in monitoring
rowhammer attacks.

4.3.3 Evaluation of Rowhammer Attack (Attack 3). In
this attack, we demonstrate how ShadowScope can detect
abnormal memory behavior, such as Rowhammer attacks,
within the GPU’s GDDR memory. To monitor memory activ-
ity, we use four CUPTI events: fb_subp0_read_sectors,
fb_subpl_read_sectors, 12_subp0O_total_read_se-

ctor_queries,and 12_subpO_total_write_sector_qu-

eries. These events help track GPU memory usage patterns
at both the DRAM and L2 cache levels. Rowhammer attacks
rely on frequent row access and L2 cache flushing. As a
result, they produce distinct memory access patterns that
ShadowScope can effectively capture.

Figure 8 shows the detection performance of ShadowScope
across seven benchmarks from the Rodinia suite. ShadowS-
cope achieves perfect detection (100% TPR) on six out of
seven benchmarks, with lud slightly lower at 99% TPR. Most
workloads exhibit low false positive rates, ranging from 1%
to 4%, except for huffman, which records a higher FPR of
12%. We observe that when the sampling rate falls below
50 samples per kernel, detection accuracy decreases, which
leads to more false positives in huffman. Overall, ShadowS-
cope demonstrates strong and consistent performance across
diverse workloads, achieving an average TPR of 100% and
an average FPR of only 4%.

4.3.4 Evaluation of DoS/Slow-down Attack (Attack
4). In this attack, we use the same four memory-related
CUPTI events described in Section 4.3.3 to detect abnormal
GDDR memory usage by the adversary. These events help
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Figure 9. Performance of ShadowScope in monitoring
DoS/Slow-down attacks.

monitor low-level memory access behavior. Recent denial-of-
service (DoS) or slowdown attacks [43, 63] on DDR memory
exploit spoofed RFM to block access to DRAM banks. This
behavior can severely degrade the performance of co-located
applications. To succeed, the attack must both flush the L2
cache and randomly access DRAM addresses within RFM
sub-banks.

Figure 9 presents the results of ShadowScope on seven
benchmarks from the Rodinia suite. ShadowScope achieves
perfect detection (100% TPR) across all benchmarks, high-
lighting its strong sensitivity to attack behavior. Most bench-
marks show low FPRs, typically between 1% and 5%. How-
ever, huffman exhibits a higher FPR of 12%. Even so, the
system delivers excellent overall performance, achieving an
average TPR of 100% and an average FPR of just 4%.

4.4 Robustness to Noise

Since GPUs are designed for high parallelism and can run
multiple programs concurrently, we evaluate how Shadows-
cope performs under kernel interference. To assess the impact
of noise, we first collect 20 traces with only AlexNet running
on the GPU. We then introduce two noise scenarios sepa-
rately: concurrent execution of additional AlexNet models
(self-noise), and concurrent execution of other benchmarks
such as VecAdd (external noise). For each condition, we col-
lect another 20 traces. We use a normalized DTW similarity
score [61], where values closer to 1 indicate higher similarity,
to compare noisy traces against the baseline.

Figure 10 shows the effect of concurrent kernel execution
on normalized DTW similarity as measured by ShadowScope.
We compare two scenarios: (1) AlexNet as self-noise, where
the same model runs alongside itself, and (2) VecAdd as exter-
nal noise, where a lightweight benchmark runs concurrently
with AlexNet. In the baseline setting without concurrent
kernels, the similarity score averages 0.9820. As the number
of concurrent AlexNet kernels increases from one to three,
similarity gradually declines. The drop is more pronounced
in the VecAdd scenario, where the score falls to 0.8970. Al-
though this value still indicates strong similarity, it may lead
to a higher false positive rate. In comparison, the score under
self-noise remains higher at 0.9530.

B AlexNet (self-noise)
0 VecAdd (Additional noise)

Normalized DTW Similarity

2 Concurrent 3 Concurrent

1 Concurrent
Number of concurrent kernels

Baseline (0)

Figure 10. Impact of concurrent kernel noise (ShadowScope).

4.5 Limitation of Existing PMU

Even though ShadowScope performs well in most GPU bench-
mark scenarios, it depends heavily on NVIDIA’s existing
GPU Performance Monitoring Unit (PMU). However, the
current PMU design presents several limitations that may
hinder accurate kernel validation and anomaly detection. In
this section, we summarize the key limitations of the existing
GPU PMU.
Sampling rate. The sampling rate of NVIDIA CUPTI is
relatively low, which can lead to insufficient data for fast-
executing kernels. As a result, the golden model may fail
to capture enough information to validate kernel execution
accurately.
Events grouping. CUPTI enforces fixed event groupings,
preventing the simultaneous collection of certain event com-
binations. This limits the ability to fully observe kernel be-
havior during execution.
Profiling overhead. CUPTI-based profiling introduces mea-
surable runtime overhead. This can distort the behavior of
lightweight kernels and reduce the fidelity of the collected
traces.
Interference from concurrent kernels. When multiple
kernels run concurrently, event counters may overlap or
interfere with one another, making it difficult to isolate and
attribute events to specific kernels.

To address these limitations, we propose ShadowScope*, a
hardware-assisted framework for in-GPU kernel valida-
tion, as described in Section 5.

5 GPU-Centric ShadowScope

To address the challenges mentioned in Section 4.5, we pro-
pose ShadowScope®, a hardware-assisted framework for in-
GPU kernel validation that operates independently of the
CPU. ShadowScope* leverages the GPU’s existing hardware
PMUs in conjunction with a dedicated on-chip validator to
perform real-time validation of kernel execution. By localiz-
ing validation logic entirely within the GPU, ShadowScope*
minimizes performance overhead and improves parallelism.
Unlike CUPTI-based solutions, it also avoids the need for
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Figure 11. ShadowScope* high-level architecture.

privileged software components or driver-level modifica-
tions, thereby reducing the trusted computing base and eas-
ing deployment.

5.1 ShadowScope® Design

We equip each SM with a local PMU capable of independently
collecting performance data, as illustrated in Figure 11. This
is similar to Streaming Multiprocessor Performance Counter
(SMPC) model in NVIDIA GPUs [52, 60]. In addition, we intro-
duce an on-chip Validator module integrated into the GPU’s
Interconnection Network (ICNT) alongside other SMs and
memory partitions (including L2 cache slices). This Validator
is responsible for analyzing and validating the performance
samples collected by the local PMUs.

5.1.1 Performance Monitoring Unit (PMU). As illus-
trated in Figure 11, each SM in the proposed design integrates
a local PMU responsible for capturing microarchitectural
events during kernel execution. The PMU receives a set of
one-bit, cycle-wide signals from various SM components,
each signaling the occurrence of specific events, such as in-
struction type counts, L1 data cache hits or misses, warp
issues, or idle scheduler slots. These signals are routed to a
set of configurable multiplexers, each of which selects one
event signal to monitor. The selection logic is controlled via
firmware-accessible registers, as commonly used by tools
like NVIDIA Nsight [52] and CUPTI [47, 50]. Each multi-
plexer output is connected to a dedicated 32-bit up-counter
that increments on every cycle the selected event signal is
asserted. This straightforward yet effective design enables
fine-grained, per-SM event tracking with low overhead and
minimal disruption to kernel execution.

At the end of each sampling window, determined either
by a firmware-configurable cycle counter register or by the
end of the kernel execution, the PMU freezes all active coun-
ters and stores their values in a buffer entry, along with the
corresponding timestamp or cycle count (ts), and resets the
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counters to zero in preparation for the next sampling win-
dow. In standard profiling mode (i.e., when kernel validation
is disabled), a lightweight dedicated DMA engine transfers
these buffer entries into a ring buffer located in the GPU’s
global device memory. This data can subsequently be used by
existing profiling tools for performance analysis and report-
ing, or leveraged by our framework to construct a golden
model representing the performance profile of a benign ker-
nel execution. When kernel validation is enabled, however,
ShadowScope* redirects the buffer entries to the Validator
module over the GPU interconnection network, utilizing idle
or underutilized bandwidth to minimize interference with
the primary workload.

5.1.2 Validator Module. As performance samples are re-
ceived from active PMUs, the Validator first consults a small
PMU aggregation cache, which tracks the accumulation of
performance counter values for each sampling window (iden-
tified by a timestamp) across active PMUs. Upon receiving a
packet, the Validator uses the timestamp as a cache tag to
look up the corresponding entry. If no entry exists, a new
one is created, and the active PMU count (act) field is initial-
ized based on the number of active PMUs for the currently
executing kernel, as specified by the kernel dispatcher. If an
entry is found, the incoming metric values are added to the
existing values in the cache entry and the act count is decre-
mented to reflect the arrival of data from one of the active
PMUs. Once the act count reaches zero, indicating that all
expected PMU samples for that window have been received,
the Validator reads the accumulated values and updates a set
of internal registers representing the total monitored met-
rics for that sampling window. These aggregated metrics are
then compared against the preloaded golden model values by
computing the distance between corresponding metric pairs,
as illustrated in Figure 11. If the distance for these metrics
exceeds a pre-defined threshold, tuned according to the sen-
sitivity and semantics of the selected metrics, the kernel is
flagged as potentially malicious. In such cases, the Validator
signals the kernel dispatcher to stop the kernel execution and
notifies the CPU through the GPU driver to initiate appro-
priate mitigation steps. If the comparison passes, indicating
no malicious behavior, the Validator proceeds to monitor
subsequent sampling windows.

5.2 ShadowScope* Mechanism

Figure 12 illustrates the operational flow of the proposed
monitoring and validation mechanism in ShadowScope*. At
the time of kernel invocation, the golden model correspond-
ing to Kernel 1 (K1) is loaded into the GPU’s global device
memory, where it is later accessed by the Validator for run-
time comparison. Kernel execution begins when the kernel
dispatcher assigns kernel to a set of active SMs. Upon dis-
patch, the dispatcher also notifies the Validator of the kernel
launch and the associated active SMs. Each of these SMs
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Figure 12. An overview of the ShadowScope* mechanism
for in-GPU kernel validation.

activates its local PMU, which begins collecting microarchi-
tectural performance events specific to the executing kernel.

During execution, each local PMU accumulates event sam-
ples and transmits them to the Validator at the end of every
predefined sampling window, or upon kernel completion.
The Validator then performs runtime validation by aggregat-
ing the metrics from all active PMUs and comparing them
against the expected values from the golden model for the
corresponding sampling window (as illustrated by the col-
ored boxes on the Validator timeline in Figure 12). If the
collected samples align with the golden model within ac-
ceptable thresholds, the kernel is classified as benign, and
execution continues without interruption (as indicated by
the green boxes in the timeline).

In contrast, if discrepancies are detected, such as devia-
tions in control flow or memory access behavior, as in the
case of Kernel 2 (K2), the Validator flags the violation by
identifying significant deviations (as indicated by the red
box in the timeline). It then signals the GPU to halt execu-
tion of the kernel and reports the anomaly and the offending
kernel (K2) to the CPU via the GPU driver.

5.3 Simulation Methodology

To implement and evaluate our proposed design, we extend
GPGPU-Sim v4.0 [24], a cycle-accurate simulator for NVIDIA
GPU architectures. Our proof-of-concept is modeled on a
small GPU configuration based on the NVIDIA Fermi ar-
chitecture and the GTX480 platform. Detailed simulation
parameters are provided in Table 3. For evaluation, we use
four CUDA Samples benchmarks, vectorAdd, matrixMul, his-
togram, and bitonicSort, along with two DNN models, AlexNet
and CifarNet. These workloads are used in Sections 5.4.1
and 5.4.2 to assess the effectiveness of the validation and
detection mechanisms, as well as to measure performance
overhead.
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Table 3. Simulator configuration parameters.

Parameter Specification
Number of SMs 15
SM Configuration | Warps/SM = 48, Schedulers/SM =

2, Warps/Scheduler = 16, Register
File/SM = 32 KB

2 SPs, 1 SFUs

Execution Units

Shared Memory 48 kB, latency = 26 cycles
L1 Data Cache 16 KB, 8-sets, 16-ways
L2 Cache 786 KB, 64-sets, 16-ways, 6-banks

L1 =35 cycles, L2 = 120 cycles
GDDR5, latency = 220 cycles

SM,ICNT,L2:700 MHz, MEM:924
MHz

Min Access Latency

Memory Model

Frequency

5.4 Evaluation Results

5.4.1 Security Evaluation. We evaluate the detection ef-
fectiveness of ShadowScope™ in the presence of two known
GPU attacks: buffer overflow and mind-control attacks. To
quantify deviations in kernel execution, we employ normal-
ized Dynamic Time Warping (DTW) scores to measure the
similarity between benign and attack execution traces of the
same kernel, captured using custom hardware PMUs and
analyzed by the Validator proposed in ShadowScope®.
Kernel Deviation Attacks. Table 4 presents the average
and standard deviation of normalized DTW similarity scores
between benign and attack kernel executions across four
benchmarks. Lower scores indicate greater divergence from
expected behavior; typically, a score below 0.1 suggests low
similarity. Among the benchmarks, matMul shows the high-
est similarity score (0.0876), indicating minimal deviation,
while bitonicSort and vecAdd exhibit the lowest scores (0.0178
and 0.0181, respectively), reflecting more substantial devia-
tions caused by the attacks. Notably, vecAdd yields a standard
deviation of 0, as it contains only a single executed kernel.
These results demonstrate the effectiveness of our approach
in identifying anomalous executions.

Table 4. Normalized DTW similarity scores between benign
and attack traces.

Benchmarks Similarity score
average std
bitonicSort 0.0178 | 0.0151
histogram 0.0427 | 0.0315
matMul 0.0876 0.0088
vecAdd 0.0181 | -

Mind Control Attacks. In this attack, we evaluate AlexNet
and CifarNet. For AlexNet, using ShadowScope*, we collect
10 segments of traces during benign execution, with each



Ghadeer Almusaddar, Yicheng Zhang, Saber Ganjisaffar, Barry Williams, Yu David Liu, Dmitry Ponomarev, and Nael Abu-Ghazaleh

segment corresponding to the execution of one layer or ker-
nel. In the attack scenario, one layer is skipped, resulting
in only 9 segments being collected. This allows us to detect
that the second layer was skipped. Similarly, for CifarNet,
we also detect that the second layer is missing, indicating a
successful identification of the mind control attack.

5.4.2 Performance Evaluation. Figure 13 presents the
performance overhead introduced by ShadowScope* com-
pared to the baseline GPU architecture across the evaluated
benchmarks. Since both PMU event monitoring and kernel
validation occur off the critical path of kernel execution, their
impact on performance is minimal. The primary source of
overhead stems from the transfer of collected samples via
the GPU’s shared interconnection network by the local SM
PMUs, and the loading of golden model samples by the Val-
idator through shared memory channels into its local fetch
buffer. This leads to contention on the interconnect band-
width and memory channels, particularly in applications
that heavily utilize these shared resources, such as memory-
intensive workloads like DNN models. The results show that
ShadowScope™ incurs a geometric mean performance over-
head of 4.6% in terms of normalized IPC compared to the
baseline, with the lowest overhead observed in bitonicSort
at 0.4%, and the highest in CifarNet at 9.2%.
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Figure 13. Performance normalized to baseline GPU.

5.4.3 Hardware Complexity Evaluation. For our hard-
ware cost evaluation, each PMU is modeled with eight 32-bit
counter registers and eight 8-to-1 multiplexers to monitor
different microarchitectural events per counter. A 32-bit cy-
cle counter generates timestamps for sampling windows.
Each PMU includes an output buffer with eight 36-byte en-
tries (288 bytes total) to store timestamps and associated
metric values. The Validator’s fetch buffer mirrors this struc-
ture but at half the size, four entries totaling 144 bytes, to
hold golden model metrics loaded from the global device
memory of the GPU. The PMU aggregation buffer is imple-
mented as a simple cache with 33-byte blocks containing
eight metrics, an 8-bit active-SM counter value, and a 32-bit
timestamp as the tag. Aggregation is performed using eight
32-bit adders, while the Validator’s comparison logic con-
sists of eight subtractors, eight magnitude comparators, and

12

Table 5. Area and power overhead (percentage increase from
baseline) of integrating PMUs into each SM (reported per SM and
per GPU) and the Validator (reported relative to the entire GPU).

Component Metric Per SM Per GPU

Area Overhead (%) 0.03 0.02
PMU Static Power (%) 0.07 0.13
Dynamic Power (%) 0.28 0.26
Area Overhead (%) - 0.004
Validator Static Power (%) - 0.01
Dynamic Power (%) - 0.02
Total Area Overhead (%) 0.03
Total Static Power (%) 0.13
Total Dynamic Power (%) 0.28

a single threshold register to compute deviations from the
golden model.

We evaluated SRAM-based structures using CACTI [30]
using 40nm technology, the same technology used by Accel-
Wattch [23], for modeling the NVIDIA GTX480 GPU. Key
logic components, including counters, multiplexers, and com-
parators, were implemented in Verilog and synthesized us-
ing Synopsys Design Compiler 2017.09. Table 5 reports the
overhead of a single PMU relative to an SM, the cumula-
tive overhead of all PMUs relative to the full GPU, and the
Validator’s cost as a global module relative to the full GPU.

6 Related Work

Golden model validation. A variety of approaches have
been proposed for hardware trojan detection using golden
models, which are constructed from trusted hardware side-
channel data collected through physical sources such as
power, leakage current, and temperature [17, 26, 33, 57].
Attacks detection and software validation using hard-
ware performance counter (HPC). HPCs collected from
the PMU have been widely used to detect malware and side-
channel attacks by identifying deviations in software be-
havior. Demme at al. [10] explored the feasibility of using
HPC for malware and side channel detection in both ARM
and Intel CPUs. Lee et al. [29] proposed using HPC to de-
tect Spectre attacks by randomly selecting detectors, feature
sets, and sampling periods to improve robustness against
sophisticated threats. Khasawneh et al. [25] focused on de-
tecting evasive malware by designing a system with multiple
detectors and randomly selecting among them, making it
difficult for attackers to evade detection. Most prior work
using HPCs has focused on CPU-based systems and malware
detection, with limited emphasis on software validation and
little attention to attacks targeting GPU kernels.

Control flow attacks targeting GPU kernels. Park et
al. [55] proposed reducing the prediction accuracy of DNN
models by accessing arbitrary memory locations used by
targeted ML models. The attack is based on a buffer over-
flow attack which is used to inject random code to lower



ShadowScope: GPU Monitoring and Validation via Composable Side Channel Signals

the accuracy of ML models. Recently, Guo et al. [15] investi-
gated buffer overflow vulnerabilities in NVIDIA GPUs and
demonstrated traditional code injection attacks and ROP-
style attacks are possible on GPUs. Roels et al. [59] adapted
CPU-style code reuse attacks to NVIDIA GPUs, enabling
the discovery of new ROP gadgets and the construction of
Turing-complete ROP attacks on GPUs.

Exploiting PMU as a side channel in GPUs. By collecting
data from GPU PMU during victim kernel execution, attack-
ers can leak secret information about the victim. Naghibi-
jouybari et al. [40] exploited performance counters reflecting
shared resource usage between victim and attacker to per-
form a series of side-channel attacks. Wei et al. [67] exploited
data collected from GPU PMU to monitor context switches
during DNN model training to learn targeted model layers
and parameters. Wang et al. [65] also targeted DNN to per-
form model extraction attacks and mainly targeted events
related to a unified memory management system which they
found to have higher effectiveness.

Software and hardware defenses in GPUs. Hardware and
software-based approaches propose the implementation of
TEEs in GPUs. Volos et al. [64] to secure GPU kernels with
no modification to CPU. Their approach only changes the
command processor within GPU for TEE support. Jang et
al. [21] also proposed TEE support for GPU. Their design
requires modifications to the I/O interconnect and changes
to the GPU driver to be included within CPU TEE. NVIDIA
H100 includes hardware support for confidential computing
(CC) targeting virtualized environment [45]. To isolate a
virtual machine (VM), H100 CC requires support for TEE at
the CPU side as well. TEE at the CPU side can be achieved
through Intel TDX [19], AMD SEV-SNP [4], or ARM CCA [6].
Software attestation using side channels. Existing work
also proposed using side channels such as power and electro-
magnetic signals for good use such as software attestation.
Side channel data of program execution based on electro-
magnetic signals are used to detect deviations in program
execution [44, 62]. This research targeted embedded systems
and assumes predictable execution; ShadowScope extends
the range of such approaches using the idea of composable
verification. A line of research uses performance counters on
CPUs to classify programs as benign or malicious [2, 25, 54];
however, these approaches provide a weaker protection since
they do not verify the correct execution of a program.

7 Concluding Remarks

We present ShadowScope, a robust monitoring and validation
framework for GPU kernel execution based on composable
golden models derived from side-channel signals. By captur-
ing modular and repeatable execution patterns, ShadowScope
effectively detects both anomalous behavior within trusted
kernels and signs of kernel compromise. It detects four types
of attacks with up to 100% true positive rate and low false
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positive rates. To further reduce noise sensitivity and perfor-
mance overhead, we introduce ShadowScope*, a lightweight
hardware-assisted mechanism for on-chip validation, achiev-
ing accurate detection with only 4.6% performance overhead.
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